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Abstract. In this paper, we propose a unified approach based on visual notations for describing dynamic component-based software architectures. Our approach allows describing the static, the dynamic and the behavioral aspect as well as the architectural constraints to be respected during the architecture evolution. We specify, using UML2.0, the static aspect of a software architecture in accordance with an architectural style; the dynamic aspect using the graph transformation rules; and the behavioral aspect based also on the UML2.0 notation. These specifications are defined according to the proposed notation integrating UML2.0 and OCL language. Indeed, all constraints, all functional and some structural actions can be expressed using the OCL language. These three aspects offer to the architects an intuitive and complete way to specify the software architecture.

1 Introduction

The dynamicity criteria gain more and more importance in software architectures design. Such dynamic architectures represent systems that do not simply comply a fixed and static structure, but can react and evolve to certain requirements or events at run-time reconfiguration of its components and connections. Indeed, during its life cycle, the dynamic architecture evolves in various manners: by activating and/or deactivating components and by building and/or deleting connections [1].

The architecture evolving must be achieved without disturbing the services provided by the application. The adaptability of these architectures to these changes is a recent requirement which needs a frequent evolution and a dynamic configuration.

This has constituted for a few years an active research field and development articulated around the study of dynamic software architectures [2], [3], [4], [5], [6]. The principal objective is thus to model and to control the evolution and the reconfiguration of architectures by expressing their conformity compared to a given architectural style.

Our research enters in this framework. In this paper, we suggest a denotational approach based on a unified chart. It allows to describe the static, the
dynamic and the behavioral aspect as well as the architectural constraints to be respected during the system evolution.

Our approach seeks to take advantage of the expressive capacity of several notations and formalisms such as UML2.0 [7], OCL (Object Constraint Language)[8], [9] and graph grammars [10]. Thus, we describe the static aspect of software architecture, in accordance with an architectural style, with UML2.0 notation. We express the dynamic aspect with a new notation, based on UML2.0, representing graph rewriting rules. We describe the behavioral aspect with a notation based again on UML2.0. To describe the functional part, the application pre-condition which aims to control the evolution in accordance with the system properties, we use the OCL languages.

This integration, based on UML2.0 notation, offers to the architects an intuitive specification technique, easy to apprehend and understand and which presents a high power of expressiveness. The transformation rules take into account the structural and functional constraints ensuring thus the system consistency during its evolution.

This paper is organized as follows: In section 2, we present a discussion of related work. We briefly examine the advantages and the disadvantages of the ADLs as well as the formal approaches and the UML2.0 notation. We highlight their capacities to describe the static and the dynamic aspects of software architectures. Section 3 details our approach which describes the software architecture by considering the static, dynamic and behavioral aspect. This approach is illustrated with an example. Ultimately, in section 4, we present a conclusion and the perspectives of our work.

2 Related work

The study of the description techniques and the reconfiguration of software architectures enables us to identify mainly three types of research.

2.1 ADLs

ADLs or (Architecture Description Languages) [11], [12] emerge as a solution and respond to these problems partly by allowing the definition of a precise and common vocabulary for the actors having to work around the software architecture specification. They offer a well-defined set of notations for the description of an application architecture. Basically, an ADL allows the developer to describe the abstract organization of his system in terms of coarse-grained architectural elements such component, connector, port and configuration or architecture [13].

ADLs formalize software architectures by offering a simple, yet flexible, representation. An ADL may comprise a formal or semi-formal descriptive textual language, a graphical language, or both. ADL provides the conceptual framework for representing software at the architecture level. Most ADLs were developed to focus on specific aspects of software architecture.
We noted that the majority of ADLs are concentrated on the static description of architectures but the dynamic of architecture is not enough expressed. Our study [11] enabled us to identify several weak points in ADLs. These weak points are in several orders. Indeed, the dynamic of architectures is not well supported by ADLs although there are some proposals which are interesting Darwin [14] and Ohm [15]. Moreover, the dynamic of software architecture is not much expressed. ADLs are interested only in the systems having a fixed number of configurations which have to be known in advance Wright [16]. Thus, it is not possible to perform arbitrary reconfiguration operations and particularly those which are external during the application execution.

In addition, except the Wright language, ADLs based approaches do not allow to distinguish various architectural styles. Finally, most of them are not formally defined. This prevents rigorous analysis and verification of architectural properties.

Finally, we can say that the dynamic aspect is not well supported by ADLs. In spite of the great number of interesting proposals, these solutions are not enough thorough. The majority of ADLs, are able to manage only systems having a finite number of configurations which should be known in advance. Then, it is impossible to arbitrarily execute reconfiguration operations during run-time.

2.2 Formal approaches

The formal approaches to specifying dynamic software architectures that we consider fall into four categories: graph-based approaches [10], [17], [18], process algebra approaches [19], [20], logic-based approaches [21], [22], and other approaches [23], [24]. In this paper, we are interested in graph-based approaches and particularly in the graph transformation.

To specify the software architectures and the architectural styles it is possible to use a graph grammar to represent the style and a graph to represent a specific system’s architecture. Graphs are not only a common formalism in the specification of static software architectures but can also describe dynamic architectures. They represent the most intuitive mathematical formalism for modeling structures. In this context, [16] proposes to represent the software architecture using a graph and the architectural style with a context-free graph grammar. This kind of grammars does not allow to describe certain logical properties which permit, for example, to reason about the instance number of a given component. Reconfiguration is described with a set of rewriting rules whose definition is rather simple and comprehensible. Theses rules explain clearly the topological changes, but they do not allow to express certain logical conditions such as the absence of a communication link between two software components. [23] proposes an approach for formal specification of dynamic architectures of component-based systems. This approach is based on an integration of graph-based semantics in the framework of the Z formal language. This facilitates the task of the developer by offering a specification technique which is easy to apprehend and which enables him to rigorously reason about architectural styles. Furthermore, this
approach allows to formally describe the dynamic of a software architecture using graph rewriting rules. These rules take into account the properties specifying the constraints for performing reconfiguration operations which ensures the consistency of a system during its evolution. This approach describes the static, the dynamic aspect and the functional constraints but it requires a knowledge and an expertise of Z notation and graphs grammars.

Graph transformation is applied to describe the evolution of software architecture in a formal way. But like the majority of the formal approaches, graph transformation is based on mathematical notations which requires a knowledge and an expertise by users.

2.3 UML

Several works seeks to describe the evolution of software architectures by using UML. Research to represent architecture in UML can be approached in two ways. The first called “as is”. It consists to using the existing UML notation to represent the software architectures. The second extends the vocabulary and semantics of UML to match its modeling capabilities to the concepts of architectures. The second way can be divided again into “heavyweight” and “lightweight” way. The heavyweight way [25] adds new modeling elements or replaces existing semantics by directly modifying the UML metamodel. The lightweight way [26], [27] defines new modeling elements by means of the extension mechanism of UML but does not modify the UML metamodel.

To conclude, and according to the studies that we achieved, we noted that UML allows to describe the static aspect of a software architecture in accordance with an architectural style. UML, and in spite of the various offered diagrams, does not allow describing the dynamic of software architectures. Indeed, based on the offered notation, it is impossible to follow the architecture evolution in terms of creation and removal of components and/or connections. This is why, several research works [2], [17], [28] seek to combine UML with other formalisms in order to support the dynamic of the software architecture description.

2.4 Synthesis

According this study, we notice that ADLs, the graph transformation and the UML language contribute, each one of its manner, to the specification of software architecture reconfiguration. The table 1 gives a short outline on their principal advantages and limits.

According this study, we notice that graph transformation and UML language are complementary. Indeed, the limits of the one are the advantages of the other. In the following, we present an approach which integrates the two notations and thus, allows to benefit from the advantages of the two approaches and to cover their limits.
Table 1. Synthesis.

<table>
<thead>
<tr>
<th>Advantage</th>
<th>ADL</th>
<th>Graph transformation</th>
<th>UML</th>
</tr>
</thead>
<tbody>
<tr>
<td>- Languages proposing coherent solutions to solve the reconfiguration of component-based architectures.</td>
<td>- A powerful notation for modeling dynamic architectures.</td>
<td>- Language very used.</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>- Represent an intuitive mathematical tool for modeling structures.</td>
<td>- Standard.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Provide good means to model component-based software architectures (contribution UML2.0).</td>
</tr>
<tr>
<td>Limit</td>
<td>• Multi notations and multi languages.</td>
<td>• Absence of standards.</td>
<td>• Weakness for modeling dynamic architectures.</td>
</tr>
<tr>
<td></td>
<td>• Absence of standards.</td>
<td>• Requires expertise.</td>
<td></td>
</tr>
</tbody>
</table>

3 The proposed approach

We tried in [29] to extend ADLs to describe the static aspect in accordance with an architectural style but by adopting an easier notation and known by the community. We have adopted the UML notation. To solve UML insufficiencies, we combined UML with graph grammars in order to describe the dynamic aspect. With this combination, we describe the dynamic of the system but the combined notation used is difficult to understand and requires an expertise in graph grammars.

We propose in this paper, a UML Profile allowing the description of the static, dynamic and behavioral aspect. In the static aspect, we describe the software architecture in terms of components and connections in accordance with an architectural style. In the dynamic aspect, we describe the architecture evolution in terms of creation and removal of components and/or connectors. In the behavioral aspect, we describe the coordination between the various reconfiguration operations.

To give more details on our approach, we develop in parallel, an illustrative example. The Patient Monitoring System (PMS), which was used to illustrate works of [23] and [16]. For each service of the private clinic (pediatric, cardiology, maternity, etc.) we associate an event service to manage the communications between nurses and bed monitors. For each bed monitor, the responsible nurse periodically requests patient data (for example, blood pressure, pulse and temperature) by sending a request to the event service to which it is connected. This service transmits the request to the concerned bed monitors. When a pa-
tient state is considered to be abnormal, its corresponding bed monitor raises an alarm to the event service to which it is connected. Then, this service transmits the signal to the responsible nurse. To represent the communication architecture of this system, we chose the Producer/Consumer style. So, the nurse and the bed monitor behave respectively as a consumer component and a producer component.

In addition to the architectural style constraints, an application can have specific properties which must be satisfied during the evolution of its architecture. We will take some properties of the PMS system such as:

1. The system must contain at most 3 services.
2. A service contains at most 5 nurses and 15 patients.
3. A patient must be always affected with only one service. This later must contain at least one nurse to take care of this patient.
4. A nurse must be connected to only one service.
5. A nurse cannot control more than 3 patients.
6. A patient can be controlled only by one nurse.
7. The existence of a patient implies the existence of a nurse.

3.1 Static aspect

The static aspect defines the type of components able to occur in the system description and the type of connections which can link these components. It defines also the set of the architectural properties which must be satisfied by all configurations belonging to this style. To specify the static aspect, we use the UML notation. Nodes represent components and arcs represent connection between these components.

The representation of the static aspect is made up of three parts as depicted in figure 1.

- **Style Name:** In this part, we describe the name of the system to specify.
- **Architectural Style:** In this part, we describe our system in accordance with an architectural style. We specify the set of components and connectors which constitute the system. The specification is described using UML2.0 notation.
- **Gaps:** In this part, we describe the architectural constraints that system must respect throughout its evolution. These constraints are expressed according the OCL language (Object Constraint Language).

We return to our example and we describe the static aspect by considering the architectural style constraints and the stated specific properties. The figure 1 describes the PMS system architecture according to the Producer/Consumer style.

According to UML2.0, our system is described based on three components (service, patient and nurse). The system can contain at most 3 event services. Each service can contain between 0 and 5 nurses and can include between 0
and 15 patients. A nurse cannot control more than 3 patients. To describe the connection between the patient and the nurse (constraint (5) and (6)), we extend UML2.0 with the stereotype «control» which represents just a semantic connection between two components. The figure 2 describes a possible configuration of PMS system.

\[ \text{Fig. 2. One possible configuration of the PMS system} \]

### 3.2 Dynamic aspect

The four fundamental reconfiguration operations, provided to describe the architecture evolution, are creation and removal (which can be also viewed as
activating and deactivating) of components and creation and removal of connections [1]. To describe these operations, we have defined a new notation described by the figure 3. This notation is based on graph transformation with the use of UML2.0 notation and the associated OCL language. This notation expresses the dynamic aspect through four sections:

- **Reconfiguration Operation**: In this part, we describe the name of the operation to execute.
- **Require & delete**: This part describes the system part removed during the reconfiguration operation.
- **Insert**: This part describes the fragment that is created and embedded into the system during the reconfiguration operation.
- **Require & preserve**: This part describes the system part that is identified but not changed during the reconfiguration operation.
- **Gards**: This part describes the architectural constraints the system must respect throughout its evolution. These constraints are expressed according to the OCL language.

In the parts: "Require & delete", "Insert" and "Require & preserve", the specification of components and connectors which constitute the system is described by UML2.0 notation.

We return to our example and we present the specification of some rules allowing evolving our PMS system while taking into account the constraints of style architecture and the architectural properties.

**Insertion of an Event_Service** This rule allows to insert a component instance of type Event_Service. To apply this rule, we should check that the system does not already contain three Event Services according to the constraint OCL: Self->size<3. The representation of this rule is depicted in figure 3.

![Figure 3. The insertion rule of an Event_Service](image)

The application of this rule to the architecture instance presented by figure 2 with x':Event_Service as parameter generates the graph depicted in figure 4.
Fig. 4. Graph obtained following the application of Insert Event_Service to the graph of figure 2

**Insertion of a nurse** This rule allows to insert and to connect a Nurse to an Event Service. To apply this rule, we should check that the Event Service does not contain already five nurses in according to the constraint (2). The representation of this rule is depicted in figure 5.

![Diagram of Insertion of a nurse rule](image)

*Fig. 5. The insertion rule of a nurse*

The application of the rule Insert_CN to the architecture instance presented by figure 4 with \( y : \text{Nurse} \) as parameter generates the graph of figure 6.

**Insertion of a patient** This rule allows to insert and to connect a component instance of type Patient to an Event Service. To apply this rule, we should check two conditions. First, it would be necessary that there is at least one nurse belonging to this service which may be charged with this new patient and the number of patients in lead is lower than three. Second, we should check that this service does not already contain fifteen patients. The representation of this rule is depicted in figure 7.

33
Fig. 6. Graph obtained following the application of Insert-CN to the graph of figure 4

Fig. 7. The insertion rule of a patient
**Transfer of a nurse** A nurse can leave her service towards another (without being removed from the system) only if she is not responsible for any patient and the new service contains less than five nurses. The representation of this rule is depicted in figure 8.

![Diagram](image)

**Context** Event_Service::Transfer_CN(y,z):Boolean
**pre** y.patient → size = 0 and z.nurse < 5

**Fig. 8.** The transfer rule of a Nurse

**Transfer of a patient** A patient can leave a service towards another (without being removed from the system) only if it is not treated with a nurse of the old service y:Nurse and if there is at least one nurse belonging to a new service y':Nurse which may be charged with this new patient z.patient → size < 3. The representation of this rule is depicted in figure 9.

![Diagram](image)

**Context** Event_Service::Transfer_Patient(y,z):Boolean
**pre** z.patient → size < 3

**Fig. 9.** The transfer rule of a Patient
3.3 Behavior Aspect

The behavioral aspect allows describing the sequence and the organization of the reconfiguration operations. It describes the execution time order. To describe the behavioral aspect, we use the activity diagrams.

According to the PMS specification depicted in figure 10, the first operation to execute is the insertion of the Event Service “Insert Event Service”. A nurse cannot be inserted “Insert Nurse” unless there is already an Event Service. A patient cannot be inserted “Insert Patient” in an Event Service unless there is already a Nurse connected to the service. The insertion of an Event Service, Nurse and Patient can be executed one or more times. The transfer of a patient “Transfer Patient” requires that this one be inserted and requires the existence of a nurse inserted to the Event Service in question.

4 Conclusion

We presented in this paper a unified approach based on graphic representation for describing the dynamic component-based architectures. This approach allowed, using the UML2.0 notation, describing the static aspect in accordance with an architectural style. It helps to specify the dynamic aspect of software architecture by integrating UML2.0 and OCL language. It allows also to describe the behavior and the relations between the configuration operations.

Our approach profits of the advantages of graph transformation and UML notations. The combination that we proposed covers their limits. This integration offers to the architects an intuitive specification technique, which can be easy to apprehend through presenting a high expressive power. Our approach allows describing the dynamic of architectures via graph rewriting rules. The rules take into account the properties which specify the constraints that condition applying reconfiguration operations. This ensures the consistency of the system during its evolution.

We have planned, in prospect, to model the metamodel of the three aspects which we proposed and to implement the so-defined profile on the one hand and to establish the link between our work and that of [23] on the other hand. For this reason, we develop a translator from our visual specification notation into the Z formal notation.
Fig. 10. The behavior of configuration operations
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