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Abstract: Cate is a domain-specific testing environment. It integrates both static and dynamic analyzes that are designed for Java Card application software. Cate supports the test process by analyzing the command/response behavior of the software, by performing test coverage analysis and by providing tools to visualize the analysis results. This paper gives a concise overview over the system which is successfully employed in the area of smart card development for mobile phones.

1 Introduction

The importance of quality assurance is particularly high for the development of smart card applications. On one hand, smart cards are frequently applied in areas with increased security requirements, like banking or subscriber identification for mobile phones. On the other hand, detecting defects in smart card software will cause immense costs for exchanging large quantities of issued cards.

Java Card [JCR99] [SUN97] [JCV99] is a technology where the smart card contains a Java virtual machine. Card applications are developed in a subset of the Java programming language. They are compiled to Java byte-code, installed on the card and executed by that virtual machine at runtime.

Using Java Card technology means that program analysis tools [Thi02] [Thi01] that already exist for the standard Java language can be used in supporting quality assurance for Java card applications. Our goal to have a system that supports both the static and dynamic analysis of Java Card applications led to the development of the Cate system. Cate employs specialized static analyzes that take advantage of typical coding structures in Java Card applications. They determine the control flow paths that are taken for different commands sent to the smart card. In its dynamic subsystem Cate supports card software testing by instrumentation-based coverage analysis. Finally, as a special feature, Cate combines the result of static and dynamic analyzes by computing the command words that have to be issued to the smart card to reach the areas of code which have not yet been covered by test cases. The name “Cate” stands for “Card Analysis and Testing Environment”.

The rest of this paper is structured as follows:
Section 2 discusses static and dynamic program analysis for Java Card applications. We will give a short introduction to the general idea behind static and dynamic program analysis before we present our approach of pattern based static analysis of Java Card applications. Finally, the dynamic test coverage analysis is discussed together with the test support that combines the results of static and dynamic analyses.

Section 3 presents the Cate System. Cate was developed cooperatively in a project by the University of Paderborn and the ORGA Kartensysteme GmbH. We will introduce its central features and discuss the typical work-flow using the system. Section 4 reports on our practical experience using the Cate system. We present common usage scenarios and describe the typical error situations which have been detected using Cate.

2 Static and dynamic program analysis for Java Card Applications

Static program analysis examines a program by inspecting the program code while dynamic analysis gains information by observing a program being executed.

Our static analysis for Java Card applications works on Java byte-code. The advantage of examining byte-code instead of source code is that applications can be analyzed even if their source code is not available. This is often the case for library code.

The goal of Cate’s static program analysis is to gain information about the so-called command/response behavior of Java Card applications. The term “command/response” reflects the typical working of smart card applications: A command is sent to the card through the card accepting device (CAD). The card reacts by executing certain methods depending on the command and its parameters. The card application finishes by returning a certain response code, possibly accompanied by some computed data [Che00]. Fig. 1 illustrates this smart card communication model.

While in general it is hardly possible to statically predict the runtime I/O behavior of a program, our command/response analysis makes use of the typical structure of card applications: execution starts in an entry method called process. This method gets the issued command as a so-called APDU (“application data unit”) as a parameter. Usually it
switches control flow depending on certain fields of the APDU calling different methods for command processing. The program analysis we implemented in the Cate system is based upon these typical building blocks (cliches) of card applications: Accessing APDUs, e.g., to assign them or pass them as parameters, accessing the fields of an APDU, like instruction byte or parameters, or comparing APDU fields to constants to determine the control flow. Cate’s control and data flow analysis [Pan00] [Muc97] determines which APDU leads to the execution of which control flow path. By additionally determining which resulting status code is returned from the basic blocks, the Cate system is able to compute a complete list of command/result combinations. This result can directly be compared to the original specification to determine mismatches between specification and implementation.

The central goal of Cate’s dynamic analysis subsystem is to support testing by automatic test coverage analysis. Test coverage analysis is a structural testing technique that finds out how much of an application is “covered” by a given set of test cases [Bal98] [MLKS94]. In our case it is implemented by instrumenting each basic block of an Java Card application to record its execution during a test run [BL96]. Similar to static analysis our instrumentation works on the byte-code level, such that source code does not have to be available to measure coverage.

Cate does not require the applications to be executed on real Java Cards. It also provides interfaces to the Java Card Simulator JCWDE (“Java Card Workstation Development Environment”) that comes with the Sun Java Card Development Kit and other proprietary simulation tools.

Cate’s test coverage analysis results in two coverage measures: basic block coverage (“C0”) and path coverage (“C1”). Both metrics are easily computed from the profile data produced by executing the instrumented code. Nevertheless, they are very helpful for test engineers.

In addition to computing the coverage measures, the Cate system can visualize the control flow through the Java Card application. By coloring edges (control flow branches) and nodes (basic blocks) according to their coverage status, it provides valuable testing support. Fig. 2 shows an example graph.

As a unique feature, the Cate system is finally able to combine the results of the pattern based static command/result analysis with the code coverage findings during dynamic analysis: The control flow graph visualization that is computed by the static analysis subsystem is enhanced by adding predicates to control flow edges. These predicates are expressed in terms of APDU components and specify the conditions under which a certain control flow edge is taken. Thus the testing engineer gets valuable support in enhancing his test cases by using additional command APDUs to increase code coverage. In section 4 we will shortly discuss how this combination of static and dynamic analyzes can even positively influence the cooperation between software developers and testing engineers.
Figure 2: A colored control flow graph: node 4 is colored red since it has not been executed during testing.

3 The Cate System: integrating static and dynamic analysis tools

Cate is designed as a working environment for Java Card software tests. Fig. 3 gives a first impression of Cate’s user interface. The upper half of Cate’s screen is dedicated to the static analysis phase. In the upper left window there is a source structure browser that represents the typical tree view for object oriented Java programs. The right window displays the source code for the selected Java Card method. The static analysis menu provides an entry to display the complete list of command/response combinations.

The lower half of the screen contains the dynamic analysis tools. Java Card simulators can be initialized or shut down. Test suites, test cases, or single commands can be selected for execution. The lower right window displays protocols of the APDU execution. Computed results are compared to their expected values (if the test cases provide them). During test case execution, the source code display in the upper right window gets colored to reflect the coverage of the source code.

Context menus provide additional information: for each Java Card method the test coverage measure can be displayed. In addition to the source code which is colored according to its coverage status, a colored control flow graph is provided for a more high-level view on test coverage. On the dynamic side, Cate provides information for each executed APDU
which control flow path has been taken due to this APDU. The protocol window can be turned into an editor to directly change or enhance test cases to increase coverage.

4 Practical Experience Summary and Conclusion

The central task of Cate’s static analysis tools is to produce a list of command/response combinations. This information can easily be used to compare the implementation’s behavior with the specification. While this is a very valuable tool to have, its practical relevance turned out to be limited due to the fact that traditionally smart card applications are developed very carefully, making e.g. extensive use of code reviews. Thus, the mismatches between specification and implementation were usually eliminated before the Cate system was applied.

Cate’s dynamic analyzes showed a greater impact on the development and testing process.
Typically software and test cases are developed based on a functional specification. Two well-known problems are inherent to this procedure:

- The test cases may not cover a required function such that parts of the software are excluded from testing.
- The software may contain parts that are not justified by the specification.

Cate’s dynamic coverage analysis equally detects both kinds of problems. In practice, both the test engineer and the developer then have to look at the code to discover the reason for the uncovered areas. This leads to an “implicit” code review of critical software parts. In contrast to a “standard” code review process the implicit one lacks the perception of a personal supervision as it primarily aims at the cooperative solution of a concrete problem. The psychological effect of this difference on the work of testers and developers is not to be underestimated.

In our practical experience code not covered by test cases has turned out to be mainly caused by double security checks. Although this normally does not influence the functionality directly, such code consumes execution time and memory, i.e. resources which are always quite limited on smart cards.

Cate produces a statement about the quality of the test suite with measurements being based on the implementation of the software. Furthermore, by combining test coverage results and control flow analysis, the system is able to give valuable hints for improving the test suite. Thus the process not only results in the delivery of high quality software but also in a reduction of the overall development time and costs.

Finally, using the Cate system to make testing more safe has shown an additional positive effect on the structure and readability of the code itself. This effect is caused by both the overview that the developers gained from our visualization tools and the implicit code reviews to find out the reasons for uncovered code. In some cases the findings led to an improved software structure, which clearly increased the maintainability of the investigated smart card code.
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