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Abstract: Self-adaptation enables software to execute successfully in dynamic, unpredictable, and uncertain environments. However, most of the current approaches lack formal guarantees on the effectiveness and dependability of the adaptation mechanisms, limiting their applicability in practice.

Control theory established a broad set of mathematically grounded techniques for the control of dynamic systems for several engineering fields. While control shares self-evident similarities with software adaptation, modeling software behavior as a system of differential or difference equations is not straightforward, nor is mastering the mathematical background needed for synthesizing a suitable controller.

In this paper we focus on the automatic modeling and controller synthesis for systems with a single knob affecting the satisfaction of a quantitative requirements. Effectiveness and performance of the controller are guaranteed by construction. The approach is fully automated and implemented in several programming languages, empowering non-experts with the ability of applying control principles to a wide range of software adaptation problems.

The dynamic natures of modern systems require software to withstand sudden and unpredictable changes in its execution environment; e.g., application workload fluctuations and system component failure. The use of autonomic or self-adaptive techniques has been proposed to help engineers design software able to modify their own behavior to maintain goals in response to unpredicted changes. While adaptation of an application’s functional aspects (i.e., semantic correctness) often requires human intervention, its non-functional aspects (such as reliability, performance, energy consumption, and cost) represent an important and challenging opportunity for applying self-adaptive techniques.

Non-functional aspects can be often mapped into specific quantitative properties that can be measured and used to trigger adaptations guaranteeing requirements are met even in the face of unforeseen environmental fluctuations [FGLM11]. Such measurement-driven adaptation has been studied for decades in the context of control theory. Control systems have achieved widespread usage in many engineering domains which interact with the physical world. In such systems, the controller measures quantitative feedback from a sensor (e.g., a speedometer), and determines how to tune an actuator (e.g., a fuel intake) to effect the controlled plant (e.g., an engine). One major advantage of using control theory is that such techniques emit analytical guarantees of the system’s dynamic behavior.

\textsuperscript{*}This paper reports a summary of [FHM14]. Please refer to the original paper for a complete exposition.
While researchers have applied some notions from control theory to software systems, there are many challenges that must be overcome to advance the application of control theory to software systems and many of these challenges arise from the difficulty of modeling the controlled systems [DHP+05, ZUW+09, FGLM11, FGLM12]. Specifically, software applications have complex, often non-linear, interactions with the hardware and system software that support their execution. This difficulty in defining concise and precise models of software behavior usually leads to the design of controllers focused on particular operating regions or conditions, or ad hoc solutions which address specific computing problems using control theory, but do not generalize [TAL08, LLA+06, HME10].

We address this need by presenting a methodology which automatically builds suitable system models and then uses those models to synthesize a controller suitable for the self-adaptive management of non-functional application requirements. Given a software system and a non-functional requirement (e.g., performance, accuracy, energy), our methodology first uses a training phase to generate a linear model of the system and then synthesizes a configurable controller. The controller overcomes potential non-linearities using a Kalman filter to adapt the linear model dynamically. In addition, for drastic changes in system behavior, the controller incorporates a change-point detection strategy to trigger an online model rebuilding phase. This methodology allows non-expert users to apply control theoretic techniques, without requiring a priori knowledge about system’s behavior.

We evaluated our methodology in two ways. First, we performed a formal assessment of the guarantees it provides. Second, we performed an empirical assessment of the methodology on three different software applications: video compression, energy efficient resource provisioning, and dynamic binding and delegation. Details on the approach and its evaluation can be found in [FHM14].
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