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Abstract: Wireless mobile computing has become a differential aspect to a large number of distributed applications. The main research goal related to this subject is to provide to applications a similar level of services found in structured networks. An example of interesting research topic is to improve the data replication scheme that exists in a mobile device. The use of an elaborate method can represent an improved strategy to enhance the performance and availability of applications to wireless users. In this article we present a semantic cache model study, and its implementation, as a differentiate policy for the local management of data replication. The approach assumes that an answer for a query can be satisfied totally by a local semantic segment, considering the gathering action of partial segments or helping the connection to a server and then receiving the answer. We tested the implementation of the model in a real environment, assuming three classes of queries. The first class was characterized by those queries that could be promptly answered locally. The second type of queries was answered after a local gathering operation of semantic segments. In the last situation, queries were answered after a send-receive operation to a server node in a structured network. The empirical results indicate that the approach has improved successfully the performance of the applications, avoiding unnecessary connections to a server when an answer could be reached using one local cache segment, or gathering information from the local semantic segments to compound the answer. In the case of inexistence of any local semantic segment information to reply a query, the implementation works transparently to connect to a server and then answer the wireless user.

1 Introduction

The fast growing rate of new mobile computing technologies has brought many benefits for wireless users. On the other hand, this fact promotes several research challenges to provide software services in a similar level found in structured networks.
Investigation efforts such as [CM05, HMM05, DM04] target to prove a performance enhancement of applications based upon the location of devices, efficiency of communication strategies between client and server, or the treatment of replicas and its reconciliation.

In contrast to the former research initiatives, our research work has the goal to enhance the performance of mobile applications using a model of cache policy. The implementation of this paradigm was based on semantic cache. The main objective of this approach is to prove the right answer to queries using as much as possible the information stored at the local device. In other words, we first search for a complete or partial solution inside the mobile device. Therefore, the solution avoids unnecessary wireless communications with a server node. In the case that an answer could not be found correctly a communication is established to a specific node that will provide the answer for the query.

This paper presents the model that we have adopted and its implementation, considering real mobile devices in some case study configurations. Experimental results of the approach indicate that the proposed paradigm implementation has successfully reached the objective for a number of cases studies.

The article is organized as follows. In section 2 we present the fundamental theory related to semantic caches in mobile devices. In addition, in this section we also show some related work. The experimental environment employed for our case studies is illustrated in section 3. Finally, in section 4 we draw some conclusions related to the present research and point out some future work.

2 Semantic Cache

Semantic cache can be broadly defined as a collection of semantic segments [Sd96]. Each segment has a result of a query and its description, which was previously executed [Aj96]. Utilising the existing description it is possible to execute operations and verify whether a new query can be answered by this segment, or not.

Semantic cache has been used in centralised systems [CN94, Nr91], client-server environment [Sd96, Aj96], OLAP systems [Pd98], heterogeneous systems [Pj97] and also in mobile computing environments [Kha99, Qm99].

When a query $Q$ is submitted to a semantic cache approach, the entity responsible for the management of the cache verifies if a semantic segment of the entity can answer the query. This procedure is repeated for all queries, the semantic mechanism indicates if a result can be reached or not. In the case of a partial answer exists, the initial query is divided in two parts. The answered portion is associated to a segment and later is processed. On the other hand, the part that was not answered is submitted again for the next semantic segment.
The procedure is repeated until an answer is found to the second part inside the mobile device, or there is no more semantic segments to process the query. In this case, the second part of the divided query is submitted to a server node to be processed. It is expected that in the end, all parts are gathered and initial query Q answered.

It is interesting to mention that the new data that came from the server node will form a new semantic segment that can be used locally for future answers.

### 2.1 Cache Structure

Each semantic segment that forms a cache, it is defined by a tuple from five subsets\(Q_{r00}\):

\[ S = <S_R, S_A, S_P, S_C> \]

Where, the above parameters, related to the SQL language, have the meaning:

- \(S_R\) – source relation that translates how the segment is form, thus it contains names of the tables declared in the section \(\text{from} \ <\text{table}>\);
- \(S_A\) – it represents a set of attributes that are specified in the \(\text{select} \ <\text{attrib1,attrib2,....}>\) section;
- \(S_P\) – a set of predicates that are specific for the \(\text{where} \ <\text{pred1,pred2,....}>\) section;
- \(S_C\) – it represents a set of answers from segment \(S\).

<table>
<thead>
<tr>
<th>(S)</th>
<th>(S_R)</th>
<th>(S_A)</th>
<th>(S_P)</th>
<th>(S_C)</th>
<th>(S_{ts})</th>
</tr>
</thead>
<tbody>
<tr>
<td>(S_1)</td>
<td>Employee</td>
<td>{Id, Name, Age}</td>
<td>Age &gt; 30</td>
<td>2</td>
<td>(T_1)</td>
</tr>
<tr>
<td>(S_2)</td>
<td>Employee</td>
<td>{Id, Name, Phone}</td>
<td>Age &lt; 20</td>
<td>5</td>
<td>(T_2)</td>
</tr>
</tbody>
</table>

Table 1: An example of a semantic cache structure

Table 1 illustrates a structure model example that implements a cache segment. Segments \(S_1\) and \(S_2\) where created from the following queries:

- \(Q_1\) \(\text{select Id, Name, Age from Employee where Age} \ > \ 30\);
- \(Q_2\) \(\text{select Id, Name, Phone from Employee where Age} \ < \ 20\);

\(S_C\) represents a pointer that indicates the number of the page that contains the result of the semantic segment. On the other hand, \(S_{ts}\) is the representation of the time stamp that keeps the information time when the segment was created.
2.1 Query Partition

When a query is submitted to the local cache, a number of procedures will be realised targeting to solve this query. All the segments that form the cache can have a portion that together can answer the question. Therefore, a semantic segment $S$ can contribute entirely, partially or not contribute at all to solve one question $Q$. Important to observe that even for the case that a small fraction of the question can be answered using a semantic segment this fact represents less wireless communication. In addition, if we avoid unnecessary communication we are also helping to provide to the mobile device a battery save feature.

However, in the case of partial answer the procedure will necessarily execute the division of the $Q$ question into two queries:

- **Probe** – part of the query $Q$ that can be answer by the semantic segment;
- **Remainder** – the present semantic segment could not answer this portion of the query $Q$.

Figure 1: Examples of queries submitted to a semantic segment $S$.

Figure 2 has a graphical illustration of five possible cases that a query can be classified. Each case can be understood using the examples shown in figure 1. Query $Q_1$ submitted to the $S$ segment represents case 1, $Q_2$ translates the case 2 and so forth. In [Qr00, QM03] it is possible to find a more formal description of these concepts.

The five cases presented in figure 1 can be understood as:

- **Totally Contained**: this represents the first case, when a query $Q_I$ is submitted to segment $S$. It is possible to verify $Q_F \Rightarrow S_F$ and $Q_A \subseteq S_A$. In other words, query $Q_I$ selects the same attributes of $S$ (Age, Name) and the predicate Age > 38 is a subset that entirely exists inside the predicate Age > 24 from segment $S$. As a result, the answer for the query $Q_I$ is completely inserted in $S$ segment;
• **Horizontally Partitioned:** When a query $Q_2$ is submitted to the segment $S$, it is possible to verify that $Q_x \subseteq S_x$ and $Q_P \land S_r$ satisfies the question. This fact can be understood because $Q_2$ selects the same attributes set from $S$, and the predicate $Age > 17$ finds inside the segment results where values are greater than 24. In this case, the predicates from the query $Q_2$ are divided into two parts:

- $Q'_2 = Q_x \land S_r$: a $Q_2$ subset that requires existing values inside $S$, i.e. values greater than 24;
- $Q''_2 = Q_P \land \neg S_P$: a $Q_2$ subset that requires values that do not exist inside $S$, i.e. value between 18 and 24.

![Figure 2: Possible partition semantic segment for query Q.](image)

The $Q'_2$ query, called *probe query*, it will be entirely processed inside the segment $S$. In contrast, $Q''_2$, the query known as *remainder query*, will be redirected to other segment. In the case that no existing segment from the local cache could answer this query, it will sent to a server to be processed. Figure 3, presents the entire algorithm definition of the *query trimming*. In this section, we simplified the notation targeting to help the understanding of the idea.

• **Vertically Partitioned:** When query $Q_3$ is submitted to the segment $S$ it is possible to verify that $Q_P \Rightarrow S_P \notin Q_A \notin S_A$. Thus, the predicates from the query $Q_3$ are completely answered by the predicates from segment $S$. On the other hand, the attributes selected from $Q_A (Age, Phone)$ do not entirely exist inside the segment attributes $S (Age, Name)$. Therefore, the attributes
of the query $Q_3$ will be divided into two parts:

- \( A_1 = (Q_4 \cap S_A) \cup K_A \): compound by a subset of attributes that exists inside segment $S$ (Age);

- \( A_2 = (Q_4 \cap \neg S_A) \cup K_A \): this part translates the attributes subset that does not exist inside the segment $S$ (Phone).

The two subsets $A_1$ and $A_2$ will respectively form the probe and remainder queries. As we discussed in previous cases, the probe query will be executed locally. In contrast, the remainder query will be submitted to the other semantic segments. In the case that no local segment could match the query, it will be necessary a communication to a server to provide a answer. In the end, the subset will be gathered to solve the query $Q_3$. The concatenation of the subsets is done using the primary key from table Employee. Every query has the primary key of the manipulated table as an attribute. This attribute is defined as included key segment [QM03].

- Hybrid Partitioned: This approach can be considered the most complex, when it is compared to the previous cases. The reason for the complexity is the necessary utilisation of both horizontal and vertical partitions, respectively. When a query $Q_4$ is submitted to the segment $S$, it is possible to observe that:

  - $Q_p \land S_p$ can find a suitable answer. The predicate $Age > 17$ finds inside the segment only values greater than 24. Therefore, values from the threshold 18 and 24 are not found;

  - $Q_A \not\subset S_A$ represents attributes selected from $Q_A$ (Age, Phone) that are not completely inserted inside the segment $S$ (Age, Name);

  - Probe query: a subset that represents values that exists in the segment $S$, i.e. $PQ = \pi (Q_A \cap S_A) \cap K_A \sigma Q_P \land S_P (Q_R)$. In other words, the attribute $Age$ and the values of $Age > 24$ are obtained in the segment.

- Not Contained: The query $Q_5$ can not be answered by segment $S$, i.e. $Q_P \land S_P$ is not satisfactory. Thus, the probe query is empty and the remainder query represents the query $Q_5$. This query will be processed by the next semantic segment until it can be solved. In the case that no answer is possible to be found from any segment, then the query is submitted to a server node.
The previous five described cases are organised in an algorithm structure presented in figure 3. The algorithm *Query Trimming* [QM03] receives as an entrance a semantic segment \( S \) and a query \( Q \). As a result, the algorithm provides a structure that contains: a type identifier (that specifies which kind of partition was selected) and *sub-queries* (probe, remainder and amending query). An *amending query* is characterised by a query sent to a server node. In other words, this query represents the operation to find a segment that it is not present in memory of the mobile device.

In the following query structure we provide an example, where query \( Q' \) submits a search to segment \( S \). A answer can not be found only using the local information available in the cache:

```plaintext
select Age, Name from Employee where Age > 30 and Salary > 300
```

It is possible to verify that the condition related to the employees, i.e. with Age > 30 and Salary > 300, can both be solve by the segment \( S \), if the attributes exist in the local segment. However, if an attribute does not exist it will be impossible to solve the query. This example fits exactly in the case, because the local segment does not have the *Salary* attribute. Then, an *amending query* is created. This query submits to the server node a query to send to the mobile device the *Salary* attribute. When this attributes arrives at the local segment the query is processed and the result returned to the wireless user.
3 Configuration and Experimental Results

The environment considered in this article, it is a real configuration form by mobile devices that can have access to a structure local area network. We decided to utilise a real configuration, because we implemented the software portion of the server, the client and the communication module. Therefore, utilising this configuration it could provide a more realist assessment of some intrinsic problems found in wireless environments.

The design and development of the semantic cache model, presented in the theory in section 2, represents the main part of our contribution. As figure 4 shows, we image an environment that was formed by three elements: a database manager, a server and a client wireless node.

The database manager used in this research project was the Mckoi SQL [Md06]. We decided to use this database, because it is an open source package and provides all the functions necessary to the development of the proposed software environment.

The server node module was characterised for waiting and treating client connections and requests. This element was implemented having three software components:

- **Server Connection**: this element waits for the calls from wireless clients in a specific port and then redirects to the **Connection Handler** module to be treated;
- **Connection Handler**: this module is responsible for receiving calls from client nodes and establishes connections with the DBConnection. It was implemented adopting the multithread approach and has an application communication protocol developed to provide some functions such as:
authentication in the database, execution of queries and database re-initialisation.

- **DBConnection**: this element interfaces the communication between the server node and the database manager. The implementation was developed to provide to the server independence from the used database. Therefore, this module returns the results of all SQL queries as *labels*, indicating a line and a column and the primary key of the table. In other words, this software element was designed adopting a *QueryResultSet* structure.

On the client side, the enhanced semantic cache functionality was designed and implemented having the following components:

- **Client Connection**: this element is responsible for establishing and closing a connection, sending and receiving requests in the client connections. These connections were characterised by *sockets* and this module provides two streams channels: an input and an output. These channels are managed and encapsulated through the functions:

  ```java
  public void send(Datagram msg) {...}
  public Datagram receive() {...}
  ```

- **Connection Handler**: this entity is responsible for treating the client connections. Thus, it provides a transparent interface, called as *Semantic Cache*, that encapsulates procedures to establish connection with a server and data structure;

- **Semantic Cache**: this module is the implementation of semantic cache policies that we discussed early. Therefore, we developed for this component some facilities such as: semantic segment, binary tree, QueryPlanTree, and PredicateSet. In addition, it also provides the entity *ClientGUI* that has a transparency feature related to the semantic cache policy. Thus, for an application that uses this interface, the processing procedure for local and remote queries are transparently. An example is:

  ```java
  public synchronized QueryResultSet
    executeQuerySelect(String queryConsult)
  {...}
  ```

- **ClientGUI**: this component of the proposed environment provides a user friendly interface to a user to have access to the facilities of the software package implemented;

- **Local Data**: the persistent local cache is store in this element. When, for example, the environment starts it has a number of segments that were generated in the last utilization.
Figure 5: A general communication between client and server.

Figure 5 presents a general picture of the client and server communication. The uplink channel is used by clients to realize access and queries to a server node. This channel is also used to verify if enough energy exists and if the client is inside a wireless area from a server. The downlink channel is a conventional link where servers send their answers to clients.

Table 2 shows characteristics of the software and hardware components that were used to our empirical tests.

<table>
<thead>
<tr>
<th>Component</th>
<th>Mobile Client</th>
<th>Server</th>
</tr>
</thead>
<tbody>
<tr>
<td>Model</td>
<td>Palm Tungsten C</td>
<td>AMD Duron</td>
</tr>
<tr>
<td>Processor</td>
<td>400MHz</td>
<td>1.2GHz</td>
</tr>
<tr>
<td>Memory</td>
<td>64MB</td>
<td>256MB</td>
</tr>
<tr>
<td>OS</td>
<td>Palm OS 5.2.1</td>
<td>GNU-Linux-2.4</td>
</tr>
<tr>
<td>JVM</td>
<td>MIDP 2.0 - CLDC</td>
<td>Sun J2SE-1.4.2</td>
</tr>
</tbody>
</table>

Table 2: Environment Characteristics

3.1 Empirical Experiments

The experiments that we show in this section were realized to test all the existing components of the environment, shown in figure 4. In other words, we image a set of tests that could verify the interaction between the software elements and certify that the answers were expected results.

We started the mobile device with any information inside the local cache. After that we submitted the following queries:

1. Select Id, Name, Age from Employee where Age > 35;
2. Select Id, Name, Phone from Employee where Age < 40.

This first query was entirely submitted to the server and after that the information was added to a segment \( S_i \). The second query, shown in figure 6, when submitted to the first segment \( S_i \) generated a hybrid partitioned. The sub-queries were:

1. Select Id, Name from Employee where Age > 35;
2. Select Id, Phone from Employee where Age > 35 and Age < 40;
3. Select Id, Name, Phone from Employee where Age <= 35.

The first sub-query can be answer by the segment $S_1$, whereas the other two were sent to the server node. An example of the server behavior is illustrated in figure 7. This figure shows a server text interface informing the result sent the client. This message refers to the third sub-query.

The final answer of the second query $Q$ is present in figure 8. This answer indicates that the designed and implementation reach successfully the objective of the wireless user. The research procedure was efficient, because it only collects the necessary data from the server node. In other words, avoiding unnecessary wireless connection to the server and saving resources once it does not considered the store of data that is already in a semantic cache segment.

On the other hand, figure 9 demonstrates the final content of the local semantic cache. After the hybrid partitioned operation two new semantic segments were created, $S_1$ and $S_2$. It is expected that for a future similar request, the mobile device could answer the query more efficiently, because the data now exists locally.

4 Conclusions and Future Work

The semantic cache is not a novel mechanism. However, this approach employed in small equipment, such as mobile devices, is an interesting research topic to enhance wireless applications. In this article we have presented a model and implementation of an environment to enhance the performance of mobile applications. We first described theoretically how the semantic segments work. After that we presented our differential contribution designing, developing and implementing a solution to receive queries from a local mobile device and then process efficiently these requests.

The proposed environment was compound by three software modules: a server, a client and a database interface manager. The server was implementing having entities such as a connection link element, a handler and a database connection. The client part representing the vital point of the contribution, it was characterised by having a connection server software package, a user friendly graphical interface and the semantic cache module. Finally, the database interface manager provides an open solution to the environment to work independently from a specific database or operating system. Empirical results indicate that we have successfully reached a contribution to improve the performance of local wireless applications.

As a future research work, we are planning to add locality dependence facility to the software package implemented and also consider ad hoc networks to form an environment to provide answers for mobile users.
Figure 6: The second query from the mobile device.

Figure 7: Server Text Interface.

Figure 8: Answer of the second query.

Figure 9: Semantic segment after the second query.
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